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Chapter 1

Introduction

1.1 Motivation

In many disciplines of engineering, simulation using Computational Fluid Dynamics (CFD) is of constantly increasing interest. With the continuously growing capabilities of modern computing systems, the demand for more detailed analysis and assessment of fluid behavior is growing as well. However, the flow domain is in most cases defined by complex geometries, for which it is not always easy to establish a high quality discretized model.

Whenever possible, analysts prefer the use of hexahedral meshes in 3D simulations, in a similar way that quadrilateral meshes are preferred for 2D analysis cases. This is supported by the fact that hexahedra, as well as quadrilaterals, present geometric properties that result to high quality meshes and desirable numerical behavior. However, while for 2D domains automatic quadrilateral mesh generation is generally possible, a corresponding robust method for arbitrary 3D domains is yet to come. The task of automatically generating well-conditioned, pure hexahedral meshes for complex geometries still remains open, even though significant progress has been made during the past decade [25, 12, 38, 15].

The answer to this challenge has, for many years, been the use of tetrahedra. They are the simplest form of volume elements, yet tetrahedral meshes are able to approximate any arbitrarily shaped continuum with a remarkable level of
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detail. Automated tetrahedral mesh generation methods have been well studied
and developed, providing currently the only robust solution for meshing complex
geometries in 3D, making them a standard choice of major CFD codes.

However, despite the fact that tetrahedra present several geometric assets, such as
planar faces and well defined face and volume centroids, they suffer from certain
disadvantages that make analysts deem them inferior to hexahedra. Tetrahedral
elements cannot provide reasonable accuracy, as soon as they become too elon-
gated, which is often the case in boundary layers or sharp corners of the domain.
Furthermore, they have only four neighbors (Fig. 1.1a), making them not an
optimal choice for CFD, as computation of gradients at cell centers can become
problematic. It is, therefore, not unusual during simulations serious numerical
stability issues to appear, additionally to the reduced accuracy, and problematic
convergence properties to dominate the analysis.

Several remedies exist, in order to overcome those disadvantages. A boundary
layer, formed using prismatic elements along walls, is able to balance, up to
a certain degree, the negative effects in accuracy and stability. Furthermore,
advanced discretization methods combined with very fine meshes can result to
accurate solutions and good convergence properties. This, however, demands for
increased memory usage and computing time, while it makes the analysis code
more complicated.

Figure 1.1: Neighboring elements for triangular and polygonal meshes
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Recently, an alternative option to tetrahedral meshes has emerged, suggesting the use of polyhedral elements instead [22, 10]. Polyhedra offer the same level of automatic mesh generation as tetrahedra do, while they are able to overcome the disadvantages adherent to tetrahedral meshes. A major advantage of polyhedra occurs from the fact that they are bounded by many neighbors (Fig. 1.1b), making approximation of gradients much better that tetrahedra. Furthermore, they are much less sensitive to stretching and, since their typically irregular shape is not a restriction for several CFD codes, they offer the possibility of post-processing and optimization without the strict geometric criteria that are necessary for optimizing tetrahedral, or even hexahedral meshes.

On the negative side, polyhedra are usually of much more complex geometry than regular solids, and, depending on the generation method, it cannot always be guaranteed that they are convex, or, even more, that their faces are planar. The topology of polyhedral meshes is, typically, also complex, preventing the implementation of efficient and easy to maintain generation algorithms from being straightforward. As a further consequence, polyhedral meshes require a considerable amount of adjacency relations, in comparison to tetrahedral and hexahedral meshes, making them candidates for resource expensive solutions.

All the above set the basis for an interesting field of exploration in volume meshing. Previous studies on the subject have shown promising results, however polyhedral meshing is still far from becoming a standard practice in CFD simulations. Some explanations for this may be its limited adoption from analysis codes and the fact that polyhedra are not an appropriate solution for every type of analysis, preventing, thus, researches not interested in fluid simulations from being motivated in further investing on the topic. It should be mentioned that, currently, polyhedral meshes attract more attention in fields such as Computer Graphics and Medical Imaging, wherein 3D volume rendering is of specific interest. However, the few researches dedicated to exploring polyhedral mesh generation for CFD remain active, making constant progress towards more efficient methods and high quality meshes.

Herein, an overview of the current status of polyhedral mesh generation is attempted, presenting the achievements so far and what is to be expected in the near future. Additionally, an inquiry into polyhedral mesh generation methods has been made with the aid of a mesh generation code that was developed, within
the scope of this study. A presentation of the basic implementation principles that were followed is made, with the hope to motivate further development on the subject. Finally, the results of a set of elementary CFD simulations are discussed, which have been made possible with the use of DOLFYN CFD code [3] and SOFiSTiK FEA software [1], in order to assess the performance of the implemented mesh generator, as well as to obtain a first evaluation of the analysis characteristics of polyhedral meshes.

1.2 Basic Concepts

1.2.1 Voronoi Tessellations

In the past years, the main focus, regarding polyhedral mesh generation, has been placed on generating Voronoi tessellations. These are structures consisting of partitions that correspond to a set of generator points, such that every location within a subdivision is closer to its generator than to any other. Voronoi tessellations are unbounded, with outer partitions extending to infinity. However, for the purpose of mesh generation, partitions on the exterior are truncated by the domain’s boundary, forming, this way, a general polyhedral mesh (Fig. 1.2) [37, 10].

Despite their simple concept, direct generation of 3D Voronoi meshes, to be used within numerical simulations, is not always straightforward. One way to retrieve a Voronoi mesh is by applying half-plane intersections, which is, however, computationally expensive, with a complexity of $O(n^2 \log n)$ [4]. Another way is using Fortune’s plane sweep algorithm, which, while of reduced complexity $O(n \log n)$ [4], its implementation for 3D space is considered rather complicated [10]. Furthermore, an additional obstacle to overcome, which applies in every mesh generation algorithm, is considering topology in 3D space itself, even when, conceptually, a method is well defined. Currently, it cannot be claimed that an efficient direct polyhedral mesh generation method exists, or a robust enough to be used in CFD simulations.
1.2.2 Mesh Duality

A different approach in generating polyhedral meshes, which does not suffer by the aforementioned restrictions, comes with the introduction of indirect mesh generation methods. These are based on the principle of duality transforms, which define a mapping from entities of an input mesh, which is referred to as primal, to a destination mesh, referred to as dual. The main mapping process dictates that the vertices of a dual mesh are generated at the centers of the primal cells [17]. This relation is unique, leading to a one-to-one correspondence of the two counterpart meshes, while it is also characterized by inverse applicability. This means that the original primal mesh can be obtained back, if the same mapping is applied to the dual mesh.

This property can be applied for Voronoi tessellations, as well. The dual counterpart of a Voronoi mesh is a Delaunay triangulation, which is defined as a partitioning scheme, such that no vertex is inside the circumcircle of any triangle (Fig. 1.3). The implementation of Delaunay triangulation algorithms is relatively simple and can be of complexity $O(n \log n)$, following Ruppert’s algorithm [11]. As the duality property can be applied both ways, it is then possible to obtain a Voronoi mesh, by applying a duality transform on a previously generated

Figure 1.2: Bounded mesh formed by a Voronoi tessellation
Delaunay triangulation, considering the circumcenters of the primal tetrahedra as generator vertices.

In 3D space, an equivalent mesh generation method would require a tetrahedral primal mesh that complies with the Delaunay criterion. Delaunay partitioning is known to maximize the minimum angle of all formed simplices, which leads to well-conditioned tetrahedra. However, in order to obtain a valid dual mesh, a far stricter criterion needs to be fulfilled: that of well centered tetrahedra, meaning that the circumcenter of a primal cell needs to be located within its volume [10]. This is something that is not always possible, as tetrahedra at the boundaries may be very flat, having their circumcenters outside the model’s domain, while the Delaunay criterion still remains fulfilled. Situations like this are especially encountered at sharp concavities of the geometric model, and several suggestions have been made in order to overcome this issue.

Extending the previous concepts, it should be noted that, even though Voronoi meshes are characterized by desirable numerical properties, a valid polyhedral mesh does not necessarily have to be one. Except for the boundaries, where cells are “forced” to conform to the model’s geometry, non Voronoi polyhedra may exist in the interior as well. Hence, duality transforms do not have to be restricted to using exclusively primal meshes that are based on the Delaunay criterion. Other possibilities include non-Delaunay tetrahedral meshes, hexahedral or even mixed meshes, which are further discussed in chapter (Ch. 3).
Finally, the advantage of indirect mesh generation lies in the fact that efficient algorithms can be implemented in order to obtain topologically involved dual meshes, based on primal meshes with simple topology. Furthermore, the primal meshes, themselves, can be created following equally efficient and well-studied algorithms. This approach leads into an effective two-step mesh generation, rather than an expensive, direct one.

1.3 Previous Work

Numerous studies and implementations for the generation of Voronoi tessellations in 2D exist. However, when it comes to 3D, these are limited and the product of most cannot be guaranteed to be usable as a mesh for CFD simulations. The main reason for this emerges by the fact that many researchers focus on other fields of application, of which most notable is that of Computer Graphics. It is, nonetheless, worth mentioning some of them, not only for the sake of completeness, but mostly because the have been studied as a first step towards polyhedral meshing for simulations in engineering.

Qhull [24] Voronoi mesh generator has been used for many years to produce high quality 3D tessellations. However, its lack of support for non-convex domains make it difficult to use for structures of complex geometry. On the other hand, Voro++ [36], despite its flexibility in generating Voronoi partitions around generator points, it does not guarantee a fully connected mesh. Finally, Tetgen mesh generator [31] produces boundary conforming Voronoi partitions as duals of Delaunay tetrahedral meshes, however the issue of strictly conforming to sharp concavities seems, so far, not to be treated properly.

All the previous have been open source projects which focus primarily on computational geometry concepts. Regarding more engineering oriented implementations, OpenFOAM [20] is an open source CFD software package that has evolved to a multi-physics tool suitable for numerous types of simulation [13]. One of its available modules provides the functionality of generating polyhedral meshes, suitable to be used within the environment of OpenFOAM. Moving to commercial platforms, there are a few that embed OpenFOAM mesh generation, and not only, procedures into their own functionality. However, probably the first and
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most notable, so far, commercial implementation, is that of STAR-CCM+ [29], developed by CD-adapco, an early adopter of polyhedral meshes as a standard practice within their software.

Last but not least, through recent publications, automatic polyhedral mesh generation has received more attention [19, 10]. Garimella et al. are currently focusing their efforts towards a detailed description of polyhedral mesh generation methods [10]. Although their code has not, yet, been released, their contribution through publications has clarified the concepts of generating and optimizing polyhedral meshes, while ongoing research is being conducted for more advanced topics. Given the attention that polyhedral meshes have drawn during the past few years, more concepts and robust implementations are expected in the near future.

1.4 Background Theory

CFD is based on solving conservation equations for variables relevant to a fluid flow. These take into consideration sources and sinks, as well as the transport of material throughout the domain. Common variables of interest include mass, velocity, pressure, momentum, turbulent kinetic energy, turbulent energy dissipation rate etc.

The integral form of the generic conservation equation of a scalar variable \( \phi \) takes the form of (Eq. 1.1) [6]:

\[
\frac{\partial}{\partial t} \int_{\Omega} \rho \phi \, d\Omega + \int_{S} \rho \phi \mathbf{v} \cdot \mathbf{n} \, dS = \int_{S} \Gamma \nabla \phi \cdot \mathbf{n} \, dS + \int_{\Omega} q_{\phi} \, d\Omega
\]  

(1.1)

where \( t \) stands for time, \( \rho \) for the fluid density, \( \mathbf{v} \) for the flow velocity, \( \mathbf{n} \) for the unit normal vector of the surface \( S \) enclosing a Control Volume (CV) and \( \Omega \) for the volume occupied by the CV. \( \Gamma \) is the diffusivity of quantity \( \phi \) and \( q_{\phi} \) represents the sources or sinks of \( \phi \).

Setting \( \phi = 1 \) and assuming no internal sources or sinks, the mass conservation equation occurs, in its integral form, which establishes the continuity of the
Control Volume (Eq. 1.2):

\[ \frac{\partial}{\partial t} \int_{\Omega} \rho \, d\Omega + \int_{S} \rho \mathbf{v} \cdot \mathbf{n} \, dS = 0 \]  

(1.2)

In a similar manner, for a fixed volume in space, the momentum conservation equation is formed by setting \( \phi = \mathbf{v} \) (Eq. 1.3):

\[ \frac{\partial}{\partial t} \int_{\Omega} \rho \mathbf{v} \, d\Omega + \int_{S} \rho \mathbf{v} \mathbf{v} \cdot \mathbf{n} \, dS = \sum f \]  

(1.3)

where \( \sum f \) represents the forces that act on the fluid contained in the volume. These can be surface forces, such as pressure, surface tension, etc., or body forces, such as gravity.

The application of these conservation equations is performed within the context of a method of discretization. There are various ways to formulate a solution scheme for CFD analysis. Historically, the oldest approach has been the Finite Difference Method. Despite being the simplest available, its restricted application to structured grids makes this method of little use for modern analysis of complex structures. Additionally, special care is required in order to apply the conservation principles on coarse grids, raising further restrains in commonly using a Finite Difference approach.

Another discretization scheme that can be used for CFD is the Finite Element Method. The advantage of FEM relies on the fact that arbitrary geometries can be easily handled and, with a robust mathematical background, many categories of CFD problems can be treated. It is ideal for diffusion dominated simulations, as well as viscous, free surface problems. However, it can be very slow for large problems, while it is not well suited for the analysis of turbulent flow.

The preferred approach of most CFD codes is that of the Finite Volume Method (FVM). In this method, the domain is subdivided into Control Volumes, to which the conservation equations are individually applied. Computations take place at the centroid of each Control Volume, where a value for the variable of interest is computed. The conservation equation, as applied in its integral form, becomes then (Eq. 1.4):
\[ \int_{S} \rho \phi \mathbf{v} \cdot \mathbf{n} \, dS = \int_{S} \Gamma \nabla \phi \cdot \mathbf{n} \, dS + \int_{\Omega} q_{\phi} \, d\Omega \] (1.4)

It should be mentioned, that the conservation equation is transformed from a volume to a boundary integral, whereas the sum of mass and impulse passing through the surface of the control volume, minus the contribution of any existing sources or sinks, must be zero [16].

The main advantage of FVM is that it is suitable for every type of grid, without limiting the cell shape, while the conservation equations are fulfilled even on coarse grids [2]. The simplicity of the method makes easy its algorithmic implementation, with well-developed iterative solvers guaranteeing its efficiency. However, one disadvantage of FVM is that it is not well-suited for higher order analysis. Finally, the fact that FVM is not restricted to using cells of specific shape is exactly the property that enables the use of polyhedral meshes.
Chapter 2

Mesh Topology and Representation

2.1 Introduction

The discretization of a continuum to a mesh model, which adheres to a respectful description of the geometry, is one of the most expensive steps in modern computational mechanics. A continuous effort is being made by researchers, in order to minimize the storage and computing resources that are required during mesh generation. Furthermore, the structure of the mesh database that is used has a significant influence on performance, during the following steps of analysis and post-processing. Taking into consideration the way in which mesh entities need to be stored and, therefore, accessed, is not a trivial task and, in many cases, there is no straightforward answer as to what the optimum representation scheme is for a specific application. In most cases, demands in storage on the one hand, and efficiency on the other act in a competitive way, raising a question of minimizing storage requirements without sacrificing performance. In the following paragraphs, an attempt is made to present the basic concepts in mesh topology and clarify the needs of polyhedral mesh generation, regarding mesh data structures.
2.2 Definitions

2.2.1 Topological Entities

The topology of a mesh is an abstraction of the geometric model, that provides unambiguous, shape independent information about the relation between the entities that form the mesh structure. To this end, a mesh database is used in order to store various-level attributes of entities of different dimensions [7]. These typically include 0D entities, referred to, in literature, as vertices or nodes, 1D entities, referred to as edges, 2D entities, referred to as faces or facets and 3D entities, referred to as solids, volumes, regions or cells. In this study, the terms vertex, edge, face and solid are preferred.

2.2.2 Adjacent Entities

Each topological entity is bounded by a set of entities of lower dimension, forming a geometric object. Solids are bounded by faces, faces by edges and edges are bounded by vertices. Apart from this fundamental relation between entities, it is often useful to acquire a more advanced description of the relative connectivity that exists between the entities of a mesh structure. Even though in Graph Theory a distinction is made between different types of entities’ relations, the term adjacent entity is uniformly used, in the context of mesh databases, to describe not only bounding entities but also directly connected neighboring entities of the same or higher dimension.

However, while for neighboring entities of lower dimension the adjacency relation unambiguous, connectivity information referring to entities of the same or higher dimensions may not always be unique. As an example, in a hexahedral mesh, a solid in the interior of a domain has 6 adjacent faces, 12 adjacent edges and 8 adjacent vertices. However, the adjacent solids of a hexahedron can be considered to be 6, those sharing common faces with, or 26, those sharing common edges with. It is, thus, important to define what is regarded as an adjacent entity within a certain context of use. Herein, connectivity of entities of the same or higher dimension, whenever needed, is described in a periphrastic way, in order
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to avoid ambiguously interpreted relations.

2.2.3 Entities Classification

Mesh classification against the geometric domain is defined by the unique association of a mesh entity of dimension $d_i$, to a geometric model entity of dimension $d_j$, where $d_i \leq d_j$. Information about a mesh entity’s classification allows for consideration of the original geometric model rather than the topological attributes of the mesh. This way, a direct link to the geometric shape information of the domain is achieved. A mesh entity is classified on a model entity, if it forms part or all of the discretization of the model entity [10].

Being able to acquire information about the classification of an entity, enables mesh generation algorithms to determine which mesh entities form the geometric model’s boundaries, which lie entirely in the interior or even which are part of internal boundaries. This distinction of mesh entities yields useful information about their individual significance in the mesh’s respectful representation of the geometric model and is essential in order to preserve the model’s boundaries or other features, such as sharp edges or corners.

The classification of an entity is determined using its topological relation with adjacent entities of the same or other dimensionality. For three dimensional meshes, the origin for acquiring classification information about all entities is the classification of the faces of the mesh structure, which is then inherited by adjacent entities of lower or higher dimension. This concept is further described in (Sec. 2.4.3).

2.2.4 Notation

In the following, vertices, edges, faces and solids of a mesh are referred to as V, E, F, and S, respectively. A set of entities is enclosed within curly brackets ”{ }” and adjacency relationships are represented by parenthesis ”( )”. As an example, a face of a solid can be referred to as F(S), while \{F(S)\} denotes the set of faces forming a solid. Finally, an arrow next to an adjacency relationship
2.3 Mesh Representation Schemes

2.3.1 Explicit and Implicit Representation

Data structures that are commonly used to describe meshes can be divided into two major categories: full and reduced representation schemes. What differentiates the two is whether there exists an explicit way to access every level of mesh entities, or entities of one or more levels are omitted. Furthermore, for both categories, various ways may exist to describe the adjacency relationships between entities of the same or different dimension, providing a flexible way to access entities according to an application’s demands. An explicit description of mesh entities of a certain dimension exists in the data structure, when there is at least one way to directly refer to the mesh entities. These faces can then be referred to by an index or identity number and iterators may be used to access the available information.

As an example, a data structure that contains information about the faces that exist in a 3D mesh is said to provide explicit access to the mesh’s faces. This information may include the mesh’s edges that form the boundaries of each face, provided that edges are also explicitly stored. Another possibility could be storing information about the mesh’s vertices that form each face. There is, naturally, no restriction in explicitly storing both adjacency descriptions, however this would mean increased demand in memory, when access to face’s vertices could have been achieved through the face’s edges, being aware of their starting and ending vertex. On the other hand, when a certain entity level is omitted,
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*implicit* access to the entities of that dimensionality may be possible. However, in this case, one would only be able to refer to them as adjacent entities of explicitly stored entities of a higher or lower level. If, in the previous example, information about mesh’s edges is not stored in any way, there may be an implicit access to face’s edges, given the face’s vertices.

It is to be noted that, for every mesh entity of non-zero dimension, there should always exist an adjacency relationship, or a combination of them, that is able to explicitly or implicitly describe the entity’s connectivity with mesh vertices. Although no theoretical restriction applies to describing a plain topological relationship, this demand emerges from the fact that, in structural modeling practice, a mesh is not a mere topological entity but a way to represent a corresponding geometric model. As, in common meshes, the only entities that contain geometric information are vertices, through their coordinates, it is always required that higher level entities are able to access vertices’ information, otherwise the mesh entity would be geometrically undefined.

### 2.3.2 Full Mesh Data Structures

Data structures that explicitly store topological entities of all dimensions, namely vertices, edges, faces and, for 3D meshes, solids, are referred to as *full mesh representations*. Even though not all connections are always explicitly described, it is possible to implicitly retrieve adjacency information by combining the existing connectivity descriptions.

Full data structures require relatively high amount of storage space, compared to reduced data structures [7]. However, with modern systems specifications, describing geometric models in a satisfactory level of detail is usually not an issue, depending on the analysis type. On the other hand, computational effort, regarding mesh entities’ connectivity, is significantly reduced, giving full mesh representations a noticeable advantage in performance [7, 8].
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![Diagram](a) F1 (b) F2

Figure 2.1: Common cases of full mesh representation schemes: explicit adjacency information is included for entities of all dimensions

### 2.3.3 Reduced Mesh Data Structures

Depending on the mesh information that an application requires, there are cases that not every level of entities needs to be accessed. Mesh data structures that omit one or more level of entities are referred to as reduced mesh representations. These entities may not be required at all, or their access may be seldom, so that they can be created on the fly whenever needed.

Reduced mesh representations have the advantage of significantly lower storage requirements, as compared to full representations [7]. However, the demand for implicit access to entities created on the fly increases the computational cost in a way that does not always counter-balance, in terms of overall performance, the low memory need [7, 8].
2.4 Representation of Polyhedral Meshes

2.4.1 Data Structures

An important characteristic that a mesh data structure should have, is being able to effectively provide the necessary information required by the procedures that create and/or use that data. These needs can be different for various applications and are dictated by the information requests, made within the context of use.

One major problem with the commonly used element-vertex mesh data structures, is the lack of information relating the mesh entities to regions of the corresponding geometric model that are of special interest. More specifically, they provide insufficient information regarding the classification of primal mesh entities, which is of a decisive role during dual mesh generation. Furthermore, such representations are only functional with the aid of template-elements, that describe the relative position of a vertex within the element (Fig.2.3). It is apparent that for cells of arbitrary shape this cannot apply.

During polyhedral mesh generation, explicit access to mesh entities of all dimen-
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Figure 2.3: Element adjacency templates

sions is required, as is described in detail in chapter (Ch. 3). Therefore, a full mesh data structure is needed, which allows for complete and fast access to mesh entities’ adjacency relationship. The only restriction that applies, when selecting among different full representation options, is that solids must be explicitly aware of their faces, or, in other words, the relationship \{F(S)\} that corresponds to the polygons that form a polyhedron cannot be described in an implicit way. The reason behind this restriction is that polyhedral shapes are, in general, arbitrary, with solids of the same mesh having different numbers of faces. What is more, the polygonal faces themselves have varying numbers of edges and vertices. Thus, it is not possible to establish \{E(S)\} or \{V(S)\} relationships in a predefined way throughout the mesh, as opposed to meshes of elements with pre-defined shape.

In a pure hexahedral or tetrahedral mesh, for example, an explicit \{V(S)\} adjacency description would be possible, by storing the vertices of each element in locally consistent positions (Fig. 2.3a, 2.3b). By forming such a pre-defined \{V(S)\} template, all other adjacency relations is possible to be derived on the fly.

As far as polygonal faces are concerned, even though \{E(F)\} and \{V(F)\} adjacency relationships cannot be locally predefined as well, the fact that faces are required to have a counter-clockwise orientation guarantees that it is always possible to access a face’s edges or vertices in the correct order, knowing which entity is at which relative position.
Finally, the most often requested adjacency relationships refer to entities of one or two levels apart and, thus, it makes sense to explicitly describe them. Two well qualified candidates are, therefore, the mesh representations depicted in (Fig. 2.1a, 2.1b), from which the former has been chosen, within the scope of the present work, due to it’s simpler design and the more intuitive hierarchical order.

Therefore, a mesh database, herein, explicitly contains entries for existing vertices and their coordinates, edges defined by their bounding vertices, faces defined by their bounding edges and solids defined by their bounding faces. Additionally, a face is aware of the solids it is adjacent to, an edge is aware of the faces it is adjacent to and a vertex is aware of the edges it is adjacent to. Every other connectivity relation is implicitly retrieved by making use of the above, explicitly stored information.

### 2.4.2 Adjacent Entities Orientation

It is common for mesh entities of certain dimensions to be defined in a way that describes their orientation in space. For example, when faces stored in a mesh database, it is done so in an ordered manner, meaning that the edges and vertices that describe them are accessed in a counter-clockwise sequence that denotes a positive definition of the faces’ orientation. It is also of common practice that each solid within a mesh is bounded by 2D entities that are always facing outwards, or that they are positively oriented with respect to the solid. These are conventions that allows for a unified consideration of the relative definition between adjacent entities.

Therefore, when a face is accessed as an adjacent entity of a solid, it is necessary to know if the counter-clockwise definition of the face coincides with the definition that denotes a positive orientation with respect to the solid it bounds. If this is the case, then the adjacent face is marked as positively oriented, usually setting a +1 flag in the solid-face adjacency information. Otherwise, it is negatively defined and a -1 flag is set, which will be considered to access, from the solid’s perspective, the adjacent face’s edges or vertices in the opposite sequence that the face is defined within the mesh structure database.
Similarly, edges are usually stored, knowing their starting and ending vertices. For a face to properly access the vertices of one of its adjacent edges, it needs to be aware of whether the orientation of the edge, as stored in the database, is respectful to the counter-clockwise that the face should have, or if it is oriented the opposite way. A +1 / -1 flag is then stored for respective face-edge adjacency information.

Finally, the same applies for the vertices of the mesh, where a +1 flag is noted for an adjacent edge of which the vertex is its starting point, and a -1 for an adjacent edge that uses this vertex as an ending point. However, in this case, this relation of orientations can be dynamically retrieved, by the information stored in the edge, and no flag needs to be stored on the vertex side.

### 2.4.3 Boundary Detection

Although solids cannot be classified on a boundary surface, as they are always in the interior of the model, those solids whose at least one adjacent face is classified on the boundary can be detected by iterating through their faces. These solids form the boundary layer of the geometric model, which is of special interest in CFD simulations, thus it is often useful to be able to detect them.

A face is said to be classified on the boundary of the geometric model, when it is adjacent to only one solid, which means that the “free” side of the face forms an external boundary. In the opposite case, where a face is adjacent to two solids, it is classified in the interior of the geometric model. Additionally, it is common in mesh generation to assign specific attributes to faces classified on the same model boundary surface, referring to them under the same boundary identifier, usually group number. This way, it is topologically possible to access mesh faces that form a common model boundary and distinguish them from faces on other boundaries.

Mesh edges inherit their classification by their adjacent faces. Specifically, when an edge has at least one adjacent face that is classified on a model’s boundary surface, the edge is also classified on the same boundary. To be more precise, in a conforming non-manifold three-dimensional mesh, an edge will have either zero or at least two adjacent boundary faces, however detecting one of them can
be considered enough to classify the edge on the boundary as well.

Furthermore, when an edge’s adjacent boundary faces are classified on different boundary surfaces of the model, this denotes the edge’s classification on a model’s boundary edge, where two of its boundary surfaces intersect. It is, therefore, adequate to count the amount of different boundary identifiers that are assigned to the adjacent faces of an edge, in order to conclude whether this edge is internal (zero boundary identifiers), on a boundary surface (one identifier), on a boundary edge (two identifiers), or is a non-manifold edge (more than two identifiers).

Extending the aforementioned classification criteria for vertices, a mesh vertex is classified on a model’s boundary surface, when at least one of its adjacent edges is also classified on a boundary surface. Additionally, when at least one of the adjacent edges of a vertex is classified on a model’s boundary edge, then the vertex is also classified on the same boundary edge. Finally, when there exist at least two adjacent edges classified on two different model’s boundary edges, the vertex is classified on a model’s corner, formed at the intersection of the boundary edges.

In other words, the classification of a vertex with respect to the model can be determined by counting the amount of different boundary identifiers assigned to the adjacent faces of the vertex. Zero boundary identifiers denote an internal vertex, while vertices on a boundary surface have adjacent faces with a unique identifier. Nodes on model’s boundary edges have adjacency relationships to faces of two boundary identifiers in total and vertices on a model’s corner sum up with three adjacent boundary identifiers. Finally, when a vertex has adjacent faces classified to more than three different boundary surfaces, the vertex is non-manifold.

### 2.4.4 Significant Entities

In the previous chapter (Ch. 1), an overview of the principles behind polyhedral mesh generation was given, where the distinction was made between primal entities that contribute to the generation of dual vertices. All types of primal entities, depending on their classification, participate in forming dual entities, and affect the topological connectivity of the obtained mesh. However, those
primal entities that participate in the generation of dual vertices are of special interest, as they form the main contributors to the definition of the geometry of the dual mesh. This comes as a consequence of the fact that dual vertices will be the only dual entities that will contain geometric information: their coordinates.

This distinction is made by defining the criteria under which a primal mesh entity is considered to have important geometric properties that need to be preserved in the dual mesh. In this context, they are referred to as significant primal entities. These can be of any dimension and classification, however they are distinguished by certain combinations of characteristics that make them special. Usually, they are classified on the geometric model’s boundaries or boundary intersections and they contribute a central point within their local domain, that becomes a dual vertex. However, it is up to the user to determine the exact criteria that will form the vertices of a dual mesh, allowing, this way, for flexibility over the mesh generation.

Primal solids are always regarded as significant and each contributes a dual vertex in a central point within its volume. Their union represents the domain of the geometric model and they are the generators of all dual vertices that will lie in the interior of the dual mesh, once the polyhedral mesh generation is complete.

Significant primal faces are those that are classified on the geometric model’s boundary surfaces, and can be detected as described in (Sec. 2.4.3). Each significant face contributes a dual vertex lying on a central point within its area. The resulting vertices are classified on the model’s boundaries as well, and are those that will define the boundary surfaces’ geometry for the polyhedral mesh.

The primal edges, the geometry of which needs to be preserved in the dual mesh, are those that are classified on the boundary edges of the geometric model or, in other words, on the boundary surfaces’ intersections. They constitute a subset of the edges classified on the boundary, that are connected to two or more significant faces that belong to different boundary surfaces. Except for the fundamental topological criteria, geometric criteria may apply as well. A common practice is to mark a primal edge as significant, when two of its adjacent significant or boundary faces form an angle that is smaller than a predefined value, regardless of the surface they are classified on. Depending on the implementation and the analysis prerequisites, more geometric criteria may apply.
Finally, significant primal vertices are those that are classified on the geometric model’s corners or, in other words, lie on significant edges’ intersections, when these edges are connected, in total, to three or more different boundary surfaces. This is something that can be detected as in the previous case, of significant edges. Significant vertices contribute an exact copy of themselves to the polyhedral mesh, and their role is to preserve the model’s corner. In a similar way as with significant edges, additional geometric criteria may apply, as well, for the detection of significant vertices. A common case considers primal vertices that are connected to significant or boundary edges that form an angle that is smaller than a predefined value.
Chapter 3

Polyhedral Mesh Generation

3.1 Introduction

One thing to consider, when it comes to mesh generation, is the distance that often exists between the mathematical description of a method and its algorithmic implementation for a specific field of application. This has also been the case with polyhedral mesh generation, which, despite the existence of thorough research, regarding its fundamental principles, it has yet to become a common choice of analysts in CFD simulation. One important factor for this is the lack of a broad selection of polyhedral mesh generators that analysts could choose from, as challenges regarding the implementation of such tools, suitable for CFD analysis, still exist. Recently, an attempt to publicly address current issues in generating polyhedral meshes has been made, suggesting a robust methodology in mesh generation [10]. Having this progress in mind, an independent study in polyhedral meshing has been made in the present work, which has resulted to the implementation of a polyhedral mesh generator. The basic steps that have been followed, as well as the challenges that have been encountered, are described in the following paragraphs.
3.2 Methodology

As previously described, the topology of a polyhedral mesh depends on that of a primal mesh, forming its dual counterpart, according to a set of predefined rules that form a duality transform mapping. Each dual entity corresponds to a primal counterpart entity, depending on the properties of the latter. Consequently, by applying the same set of rules, a primal mesh will always result to the same dual mesh.

Given a triangular mesh in 2D, such as that of (Fig. 3.1), a polygonal mesh is formed, following the principle that a dual cell will be formed around every primal vertex. In the interior of the domain, this one-to-one correspondence between primal and dual entities extends to other types as well, with one dual edge per primal edge and a dual vertex for every primal face. However, generation of polygonal faces on the boundary demands for additional dual edges and vertices, at specific locations of the boundary that denote the classification of primal entities as significant. An algorithmic description of the general procedure, for the 2D case, is, then, as follows:

1. All primal faces are considered significant. A dual vertex is created at a central point of every primal face.

2. Primal edges classified on the boundary are considered significant. A dual vertex is created at the midpoint of significant primal edges.

3. Primal vertices classified on boundary intersections are considered significant. A dual vertex is created for every significant primal one, coinciding with it.

4. A dual edge is created for every pair of adjacent primal faces, by connecting the dual vertices created at their central points, crossing their common primal edge.

5. A dual edge is created for every significant primal edge, by connecting the dual vertex created at its midpoint with the dual vertex created at the central point of its single adjacent primal face.
6. A dual edge is created for every pair of adjacent significant primal edges classified on the same boundary, by connecting the dual vertices created at their midpoints.

7. A dual edge is created for every significant primal edge classified on a boundary intersection, forming a corner of the geometric model, by connecting the dual vertex created at its midpoint with the dual vertex on the boundary intersection.

8. A dual face is created for every primal vertex, by collecting the dual edges that connect the dual vertices, which correspond to the adjacent faces of the primal vertex (generated in step 4).

9. If the generator primal vertex is classified on a boundary or a boundary intersection, the dual edges classified on the same boundary are additionally considered, in forming the dual face (generated in steps 5 – 7).

A slightly modified approach of the generic polygonal mesh generation, as previously described, is used to obtain a variation known as median meshes. This method differentiates itself by considering as significant every existing primal edge, thus creating dual vertices at the midpoints of primal edges lying in the interior as well. These dual vertices become, consequently, vertices of the dual faces formed around primal vertices in the interior, however the resulting polygons are characterized by highly concave shapes (Fig. 3.2).
3.3 Primal Mesh Generation

A primal mesh can be any valid mesh which will serve as input for the polyhedral mesh generation algorithm. In the present work, the case of conforming, possibly mixed, manifold meshes has been considered, whether structured or unstructured, although other studies have shown the applicability of the same methodology, with slight modifications, to non-manifold meshes as well [10].

As the primal purpose for generating polyhedral meshes lies on the need for high quality meshing of arbitrary 3D domains in CFD simulations, focus has been
placed on tetrahedral primal meshes, which are flexible in representing complex geometries. Given the fact that the quality of the input mesh influences directly the output, a high quality tetrahedral mesh generator is a prerequisite towards polyhedral meshing. Furthermore, in order to obtain characteristics as close as possible to a Voronoi tessellation, even though it is not possible to achieve an exact meshing of such kind, a mesh generator capable of deriving a Delaunay tetrahedralization is preferred.

Generating a qualified primal mesh, suitable to form a basis for deriving a polyhedral dual mesh, does not require any method that the modern analyst is not familiar with. Already available mesh generation tools are capable of delivering high quality meshes. To this end, in the present work, NETGEN mesh generator has been used for generating tetrahedral primal meshes [18] [27].

### 3.4 Dual Mesh Generation

Dual meshes are generated in a hierarchical order, starting from 0D up to 3D entities, given criteria that emerge from primal entities classification. The fundamental concept, as an extension to the two-dimensional case, is to create dual volumes around every vertex of the primal mesh, establishing this way a one-to-one correspondence between them. The way to obtain dual entities is described in details in the following paragraphs.

#### 3.4.1 Dual Vertices

Every cell of the primal mesh, whether classified on the boundary or in the interior, is considered a significant entity, resulting to a corresponding dual vertex, created at a central point of the primal volume. Common choices where dual vertices can be positioned are primal volumes’ centroids or, in the case of tetrahedra, their circumcenters are an alternative option. The selection of central points is crucial for the quality of the resulting polyhedral volumes and is discussed in more detail in (Sec. 4.3.1). Dual vertices in the interior are generated by parsing through every cell of the primal mesh and computing its central point.
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Every face on the boundary of the primal mesh will be considered during dual mesh generation by contributing its central point. As is also the case with central points of volumes, the selection of central points of boundary faces has a decisive effect on the shapes of the dual polygons that will be formed on the boundary. Common central points are primal faces’ centroids or, in the case of triangles, their circumcenters can be also used. Dual vertices of this classification are generated by parsing through every primal face of the source mesh and considering those classified on the model’s boundary. This is achieved by evaluating if a face is connected to one, and only one, primal volume.

Primal edges on a boundary edge of the model contribute their midpoints in order to form dual vertices. These dual vertices are generated by parsing through every primal edge and considering those classified on a model’s boundary edge. This is achieved by evaluating if two of their adjacent primal faces are classified on two different boundaries of the model.

Finally, dual vertices are created coinciding with primal vertices at positions where the model’s boundary edges intersect, forming “corners” of the model. These vertices are generated by parsing through every primal vertex and considering those classified on a model’s boundary edge intersection. This is achieved by evaluating if at least two of their adjacent primal edges are classified on different boundary edges of the model, which is, in turn, evaluated by verifying that
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the edges’ adjacent faces, in total, are classified on at least 3 boundary faces of the model.

3.4.2 Dual Edges

Dual edges in the interior are generated by connecting the central points of all adjacent primal volumes. This is achieved by parsing through all primal faces and, for those that are in the interior of the model, being connected to two primal volumes, a dual edge is generated by connecting the central points of their adjacent volumes.

Additionally, dual edges in the interior are generated, corresponding to primal faces classified on the boundary, having only one adjacent volume. For these primal faces, a dual edge is created by connecting their central point with the central point of the adjacent volume.

For every primal edge that is classified on the boundary, a dual edge is created on the boundary, as well, when the primal edge is connected to two faces classified on the same boundary. In this case, a dual edge will be generated, connecting the central points of these faces and crossing the generator primal edge.

In case that a primal edge is classified on a model’s boundary edge, dual edges will be generated, connecting the midpoint of the generator primal edge with the central points of primal faces classified on different boundaries.

For primal vertices classified on a model’s boundary edge, a dual edge on the same boundary will be generated, by connecting the midpoints of two primal edges, when these are classified on the same boundary edge of the model.

Finally, corresponding to primal vertices on a geometric model’s corner, dual edges will be generated, connecting the coinciding dual vertex on the corner with the midpoint of every primal edge classified on a model’s boundary edge.
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3.4.3 Dual Faces

Dual faces in the interior are generated by collecting the dual edges that have been created, by connecting the central points of the primal volumes surrounding primal edges. This is achieved by parsing through primal edges and, for every connected primal face, the corresponding dual edge is collected. When all dual edges surrounding a primal edge have been retrieved, they have to be sorted according to their vertices, following a counter-clockwise orientation.

For primal vertices classified on a model’s boundary surface, a dual face is generated, by collecting all the dual edges surrounding a vertex, that are also classified on the same boundary. These dual edges correspond to primal edges connected to the primal vertex, that are also classified on the same boundary.

Furthermore, for every primal vertex classified on a model’s boundary edge, a dual face is generated for every set of connected primal edges that are classified on the same boundary surface, considering also those classified on the boundary edge. The dual edges corresponding to each set of primal edges are collected and sorted around the primal vertex, using as a reference vector the mean of the normals of the faces classified on the corresponding boundary surface.

Finally, primal vertices classified on the geometric model’s corners, where the
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Figure 3.5: Generation of internal dual faces

edges of the model intersect, result to the formation of one dual face for every intersecting boundary surface. Each dual face is formed by collecting the dual edges that connect the centers of primal faces classified on the same boundary, as well as the dual edges connecting the same centers with the midpoints of significant primal edges. Additionally, the dual edges connecting these midpoints to the dual vertex on the corner are considered, in order to form a closed dual face.

3.4.4 Dual Solids

After dual entities of all lower dimensions have been created, polyhedral volumes are formed around every vertex of the primal mesh. This is achieved by iterating through the primal edges connected to each registered primal vertex. The dual faces, which have previously been generated and correspond to primal edges, are collected, forming the boundaries of the dual volumes. In the case of primal vertices on a model’s “corner”, the dual faces corresponding to the primal vertices are considered as well.
3.5 Special Considerations

The resulting polyhedral mesh of an indirect mesh generation method depends vastly on the properties of the primal mesh. This allows for little flexibility regarding the parameters that control the overall procedure. Nevertheless, given the fact that modern direct mesh generator codes are able to provide high quality tetrahedral meshes, the geometric properties of resulting dual meshes are, in general, acceptable.

Following the guidelines described in the previous paragraphs, a conforming polyhedral mesh is obtained, which respects the model’s boundaries as represented by the primal mesh. It is, however, essential that the geometric properties of the resulting mesh entities are such that no numerical instabilities or errors are introduced, when a CFD analysis is conducted. Common problematic issues are the generation of concave or non-planar faces and the corresponding non-convex polyhedra that may be created.
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(a) Dual mesh

(b) Slice of dual mesh

Figure 3.7: Polyhedral mesh of a complex geometry in 3D

(a) Tetrahedral primal mesh

(b) Polyhedral dual mesh

Figure 3.8: Meshing details of a complex geometry in 3D
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3.5.1 Preservation of Boundaries

One important aspect of mesh generation methods is how respectful are the resulting meshes to the geometry of the domain that they represent. Especially for studies that involve interaction of fluid flows with solid objects, as is usually the case with CFD, the geometric properties of the solid object models on their boundaries are crucial for the quality and validity of the analysis in its whole. One can consider, for example, the significance of the precise representation of the flight control surfaces within the aerospace engineering discipline, or the boundaries of blood vessels in computational medicine. Deriving from an indirect mesh generation, a polyhedral mesh can only respect the domain’s geometry up to the degree that its primal counterpart mesh does. Assuming a respectful primal mesh, with regard to the geometric model, it is desired that, in turn, the dual mesh is as respectful as possible to the primal mesh.

Considering a curved boundary surface, such as in figures (Fig. 3.9, 3.10), the fact that entities of 1st polynomial order are used in both counterpart meshes guarantees that the two representations of the boundary can not coincide. A smoothening of the primal mesh boundary is introduced, which, depending on its extent and the nature of the analysis, may or may not be of importance. Furthermore, due to the exact same effect, the volume of the total mesh is altered, increasing or decreasing, depending on the curvature sign of the surface. The degree up to which this inflation or deflation appears, depends not only on the curvature but also on the fineness of the meshes. In general, though, this approximation of the dual mesh, regarding the primal mesh boundary surfaces, follows in quality the approximation of the primal mesh, regarding the geometric model boundary surfaces, leading to acceptable dual representations in most cases. A way to be able to control such effects is, nonetheless, desired.

Of higher impact to the geometric properties of the mesh in CFD analysis is the respectful representation of the geometric model’s boundary edges, which have a direct and significant influence on flows around them. The primal mesh edges that represent a model’s boundary edge are, themselves, an approximation of the domain’s geometry and, for the same reasons as with surfaces, their dual counterparts will, inevitably, introduce a longitudinal smoothening of the boundary along its path. This is usually also acceptable, as long as the boundary edge is
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![Coarse mesh](image1)
(a) Coarse mesh

![Detailed view of coarse mesh](image2)
(b) Detailed view of coarse mesh

**Figure 3.9:** Volume deflation of $\approx 2.0\%$ due to a curved boundary surface

![Fine mesh](image3)
(a) Fine mesh

![Detailed view of fine mesh](image4)
(b) Detailed view of fine mesh

**Figure 3.10:** Volume deflation of $\approx 0.5\%$ due to a curved boundary surface

preserved and continues to be represented in the dual mesh. There is, hence, the requirement that it is not truncated by introducing a transverse smoothening across the intersecting boundary surfaces, following the same concepts as in the case of boundary surfaces.

![Smoothening of boundary surfaces](image5)
(a) Smoothening of boundary surfaces

![Preservation of boundary surfaces](image6)
(b) Preservation of boundary surfaces

**Figure 3.11:** Preservation of the geometry of primal mesh surfaces
In (Ch. 3), explicit consideration is taken when referring to dual entities generated on the geometric model’s boundary edges, in order to ensure the boundary’s preservation in the dual mesh. This is achieved by detecting primal generator-entities that are adjacent to significant primal edges. By the term *significant*, as explained in (Sec. 2.4.4), is implied that these primal edges will not only contribute their midpoints as dual vertices but will also result to a corresponding dual entity classified on the same boundary.

The detection of significant edges is determined by the fact that they are adjacent to boundary faces that are classified more than one boundary surface. It is, consequently, required that, during pre-processing, all primal faces on the same boundary surface are assigned the same boundary identifier, which is different for every boundary surface. This a feature supported in most commonly used tetrahedral mesh generators. As an additional criterion, a primal edge may be marked as significant when its adjacent boundary faces form an angle greater than a specified amount.

![Preservation of significant edges](image)

**Figure 3.12:** Preservation of the geometry of primal mesh edges
3.5.2 Internal Boundaries

Special care is required at areas where boundaries are present, within the 3D domain. In general, two different situations may result in the formation of internal boundaries, which require separate treatment.

One case includes voids completely enclosed by the 3D volume. Even though these voids form geometric boundaries that are in the interior of the domain, from a topological perspective they can be treated exactly the same way external boundaries are. Such areas, that denote a distinction between the continuum material and the absence of it, can be detected by assigning a boundary condition and orienting external faces in such a way, that their normals point away, with respect to the volume. In case of internal voids, it is sufficient that these normals, already at the primal mesh, point towards the void “center” and not the material (Fig. 3.13a – 3.13c).

However, there are cases where an internal surface is not used in order to distinguish between continuum or void areas, but rather to differentiate between areas with different materials. Furthermore, internal boundaries may also be used to explicitly state that a region within the domain should be preserved as in the primal mesh, as elements of special interest are classified on this boundary. As an example, this approach may be desired in order to preserve a region where two blocks of different primal element types, within a mixed mesh, meet. Currently, the present implementation is not designed to handle such cases, however it has been shown that with slight modifications, regarding the polyhedral mesh generation rules, it is possible to account for this consideration [10].

3.5.3 Boundary Layer

The poor numerical properties of tetrahedral meshes have dictated the generation of a thin layer of prismatic, pentahedral elements at the boundary. With this common practice, analysts have been able to partially overcome the inability of tetrahedra to capture the details of a flow at regions close to the boundary [23].

The appropriate generation of a corresponding boundary layer for polyhedral
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Figure 3.13: Polyhedral mesh with cylindrical hole and internal elliptical void

meshes, or even the need for one, are to be examined in future studies. An interesting, however, by-product of the polyhedral mesh generation method, is the automatic formation of a prismatic boundary layer. This effect comes as a result of connecting the centers of primal cells, in order to form dual entities, which, at the boundary, forms dual cells of approximately half the thickness of their primal counterparts.

The phenomenon can be intensified by generating cascading dual meshes, having as a starting point an initial primal mesh. This is made possible, given the ob-
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Observation that the dual counterpart of a general bounded polyhedral mesh tends to resemble the primal, tetrahedral mesh, with the exception at the boundaries. This correspondence emerges in a similar way that the dual counterpart of a Voronoi tessellation is a Delaunay triangulation / tetrahedralization, and vice versa. Therefore, for each generation of meshes, the dual mesh that is obtained serves as the primal mesh for the next iteration.

It can, then, be observed that for each generation, the boundary layer gets approximately half the thickness of that of the input mesh. Since two iterations are needed in order to cascade from a polyhedral mesh to a tetrahedral dominant and back to a polyhedral one, the formed boundary layer will conclude to a thickness of a $\frac{1}{4}$ factor. It is, however, apparent that with such an approach it is difficult to control the properties and thickness of the formed boundary layer and the application of this method seems of limited use.
Figure 3.14: Formation of boundary layer with cascading mesh generation in 2D
3.5. Special Considerations

(a) Tetrahedral primal mesh

(b) 1st generation polyhedral dual mesh

(c) 2nd generation tetrahedral dominant dual mesh, with pentahedral elements forming a boundary layer

Figure 3.15: Formation of boundary layer with cascading mesh generation in 3D
Chapter 4

Polyhedral Mesh Optimization

4.1 Introduction

Following the procedure described in the previous chapter, it is possible to obtain a conforming dual mesh that respects the boundaries of the geometric model, the properties of which are directly and solely dependent on those of the primal mesh. However, it is desired that an analyst should have more control over the mesh generation procedure, in order to obtain meshes of high quality. That being said, one aspect to take into consideration is that mesh validity and quality cannot always be clearly defined but are, rather, concepts that largely depend on the context of use. This is something that applies even for tetrahedral and hexahedral meshes, where validity and quality criteria may vary upon the simulation type and the analysis software. Nevertheless, polyhedra are, in general, considered of not as strict quality criteria, making polyhedral meshes a much more flexible alternative for CFD simulations. In this chapter, an insight to the characteristics that define the quality of a polyhedral mesh is attempted, as well as a description of pre- and post-processing steps that may be applied, in order to optimize the resulting mesh.
4.2 Validity

Depending on the simulation software, polyhedral elements that will satisfy the validity criteria may range from those that provide a non-negative Jacobian at quadrature points, to those that have a strictly positive insphere to circumsphere ratio, with the latter being, for non-simplices, loosely defined. A conservative approach that is likely to satisfy most analysis codes was suggested by Garimella et al., according to which, a polyhedron is considered valid if it passes the star-shaped test [10].

In this method, a measure of convexity is provided, which considers a symmetric decomposition of each polyhedron into tetrahedra. The tetrahedralization takes place around a universal apex at a “central point” of the volume, connected with a base triangle formed by a “central point” of each face and the vertices of the faces, considered in pairs 4.1. In the above procedure, the geometric mean of the vertices of a face may be regarded its center and the same applies for the polyhedral volume. The polyhedron is valid when the signed volume of each of the formed tetrahedra is positive.

In the present work, validity of dual meshes has been specifically resolved according to behavior of the computational tools in hand. The primal tetrahedral meshes, generated by NETGEN mesh generator [18], have, in general, resulted into convex dual polyhedra in the interior, with the occasional presence of slightly non-planar faces. Although this is a factor that may influence convergence and accuracy properties, it has not been an issue, regarding cell validity, for DOLFIN CFD code [3], which has been used as provided within the environment of SOFiSTiK FEA software [1].

However, invalid polyhedra have appeared at reentrant corners of geometric models with sharp concavities. In these cases, highly concave cells were formed, the centroids of which was located outside the volume of the element, causing the CFD analysis to fail. In order to overcome this restraining effect, an initial solution has been to manually shift the centroids of such elements to a location within their volume. Although this remedy cannot be considered optimal, Dolfyn’s validity criteria have been, this way, satisfied and simulations including domains with sharp concavities have been successfully run. Further discussion
on the effects of this approach on convergence and accuracy is made in (Ch. 5).

4.3 Quality

4.3.1 Selection of Central Points

In the previous chapters, generation of dual meshes has been described using the generic term of central point, when referring to a point lying, in general, within the boundaries of a face or a volume, while, for edges, the unambiguous term midpoint is used. These central points define positions of generated dual vertices and their computation is probably the most decisive part of the procedure, having a major impact on the validity and quality of the resulting polyhedra.

A common choice for central points of faces and volumes are their centroids, which are easily computed even for arbitrarily-shaped entities, by performing a decomposition to triangles or tetrahedra, respectively. The advantage of using centroids is that they are always positioned within their parent-entity, avoiding this way overlapping entities. However, dual faces formed of dual vertices on primal entities’ centroids are usually non-planar, introducing local concavities and computationally poor properties to the polyhedra (Fig. 4.2).

For tetrahedral meshes, however, which are the primal meshes of preference in most cases, an alternative “central point” is the triangular faces’ and the tetrahedra’s circumcenter, as these simplices are always circumscribable. The advantage of using circumcenters is that the resulting dual faces are always planar and, in
the case that all computed circumcenters are internal, a Voronoi dual mesh is obtained. However, in the case of circumcenters lying outside the boundaries of its parent-entities, invalid dual elements will be generated, overlapping with neighboring entities or leading locally to non-conforming parts of the dual mesh.

It is clear that selecting the optimal “central point” is not always straightforward. An attempt to combine the advantages of both centroids and circumcenters, for tetrahedral primal meshes, is suggested by Garimella et al. [9], where a center should be selected as follows:

- When lying within its parent-entity, the circumcenter of a primal cell shall be preferred
- Otherwise, a point along the line connecting the centroid and the circumcenter shall be used, which is internal and as close as possible to the circumcenter.

With this approach, a valid dual mesh is guaranteed, minimizing the effect of non-planar faces within the mesh structure. However, it may result to many of the computed “central points” being positioned very close or on the boundaries of their parent-entity, possibly coinciding with “central points” of neighboring entities that also fall in the same category and forming dual edges of very short length, or even degenerate. Although this not necessarily problematic, in many cases undesired effects are introduced, depending on the analysis, such as very small time steps in simulations [10] or even uncertainties with respect to geometric computations. Such a case occurs while sorting dual vertices counterclockwise, in order to positively define the orientation of dual faces. When the
vertices to be sorted lie very close to each other and given the fact that the rotation center is not exactly positioned on the centroid of the dual face that is about to be generated, the sorting algorithms may fail in returning the correct order of the dual vertices. For the above reasons, it is, hence, necessary that the resulting mesh undergoes a post-processing step, to collapse out very small edges.

In order to avoid the presence of such edges in advance, a minimum distance from the primal cell boundary is suggested to be kept, which will enhance the reliability of the underlying geometric algorithms during mesh generation. This distance may vary according to the quality of the parent-entity. The quality measure of inradius to circumradius ratio may serve as a factor to assure a minimum distance from a primal entity’s boundary, that a central point is allowed to be positioned. The following further suggestion is then made to those of Garimella et al. [10]:

- When the circumcenter lies outside the parent-entity’s boundaries, the minimum distance from the intersecting boundary, along the centroid-circumcenter line, that a “central point” is allowed to be located, is equal to \((1 - \rho)\) times the length of the centroid-intersection line segment (Fig. 4.4c).
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Considering a vector with its origin at the centroid, the above can be expressed as (Eq. 4.1):

\[
\overrightarrow{C_dC} = \frac{\overrightarrow{C_dC_r}}{\|\overrightarrow{C_dC_r}\|} \cdot \min \left\{ \frac{\|\overrightarrow{C_dC_r}\|}{\rho_s \|\overrightarrow{C_dI}\|}, \rho_s \in [0, 1] \right\}
\] (4.1)

where \(\rho_s\) is a reduction factor which depends on the cell quality, \(C_d\) the centroid, \(C_r\) the circumcenter, \(I\) the aforementioned intersection and \(C\) is the internal point where the dual vertex will be located. The common simplices’ shape measure that considers the inradius - circumradius ratio [14] has been found to serve well for this purpose (Eq. 4.2).

\[
\rho_{tr} = \frac{2R_{in}}{R_{circ}}, \quad \rho_{tet} = \frac{3R_{in}}{R_{circ}}
\] (4.2)

(a) Dual vertex located on the circumcenter of a well-centered primal cell  
(b) Dual vertex located at an internal point, when the circumcenter is internal but very close to the primal cell boundary  
(c) Dual vertex located at an internal point of a flat primal cell

**Figure 4.4:** Location of dual vertices for various cases of primal cell quality
The impact of this additional criterion for selecting “central points” has a minor impact on the shape of the resulting polyhedra, improving the polyhedra’s angles at this regions but increasing slightly the non-planar effect of those dual faces whose vertices have been affected. The algorithmic stability, however, of the overall dual mesh generation is significantly improved.

### 4.3.2 Untangling and Smoothing

Given the difficulty to establish unique criteria to measure the quality of polyhedra, several suggestions are encountered in literature, regarding the optimization of polyhedral meshes. A notable effort has been done by Vartziotis and Himpel, wherein the gradient flow of the mean volume of the tetrahedra, formed by decomposing polyhedral elements, is considered [33, 34].

In a more algorithmic-centric approach, improvements for a polygonal surface mesh have been discussed in the past [9], while Dyadechko et al. provide a method for minimizing a global objective function, which considers the sum of a condition number introduced for the corners of polyhedral elements [5]. In this effort, the mesh vertices are repositioned in a minimalistic way, eliminating ill-shaped elements, while keeping the mesh as close as possible to the original one. In the near future, research on a multi-objective optimization is expected, in an attempt to improve the planarity of polyhedral faces [10].
Chapter 5

Validation and Conclusions

5.1 Introduction

The polyhedral mesh generator that has been implemented, has served, apart from the proof of concept, as a tool for exploring the dominant characteristics of polyhedral meshes within the field of CFD simulation. One thing to consider is the fact that mesh generation, itself, is a pre-processing task that may claim a major proportion of the required analysis time. Another significant aspect is the influence of the mesh on the numerics of the analysis, regarding convergence and accuracy. In the following sections, the use of polyhedral meshes in CFD is evaluated, having in mind the impact of meshing on the overall analysis performance. In order to do so, a number of different study cases have been considered, for each of which a polyhedral mesh has been generated and exported. This has served as a geometry input file for DOLFYN CFD code [3], as is provided within the environment of SOFiSTiK FEA software [1].
5.2 Mesh Generation

5.2.1 Memory Requirements

For an indirect polyhedral mesh generation, two data structures, the primal input mesh and the dual mesh, need to be readily accessible at the same time, as the memory allocated for storing the primal mesh can only be released after the polyhedral mesh generation has been completed. It is, thus, of special interest to investigate the overall demand of physical memory required during a dual mesh generation, which involves both coupled data structures.

To this end, a benchmark test has been set up, including a cube of dimensions $1, m \times 1, m \times 1, m$, which is initially meshed with tetrahedra. The selected meshing parameters during the primal mesh generation are such that the obtained tetrahedral meshes are of approximately 10, 20, 30, 40, 50 and 60 thousand elements. Following, a polyhedral mesh generation takes place and, until it is complete, the two data structures live simultaneously in the computing system’s memory.

Before looking into the memory demands of the overall mesh generation, it is interesting to note the relation between the entities of the two counterparts. As described in chapter 3, one dual cell is formed around every primal vertex, resulting into a one-to-one correspondence between the two. For the rest types of mesh entities, the precise number of dual entities depends on the criteria considered at the boundaries, that indicate the significant primal entities which will result in their contribution to forming a dual entity. That being said, the majority of the primal mesh entities lie in the interior of the domain, where a one-to-one correspondence exists between primal cells and dual vertices, primal faces and dual edges, and primal edges and dual faces.

For the six benchmark cases, the amount of entities per type is summarized in the following table (Tab. 5.1), reflecting the relationships between primal and dual mesh entities as described before. Being able to precisely estimate the amount per type of dual entities, coupled to corresponding primal entities, including those lie on the boundary, can be a useful way to predict and allocate the necessary memory space before the polyhedral mesh generation begins.
Table 5.1: Number of entities for primal and dual meshes

<table>
<thead>
<tr>
<th>Mesh Type</th>
<th>Vertices</th>
<th>Edges</th>
<th>Faces</th>
<th>Solids</th>
</tr>
</thead>
<tbody>
<tr>
<td>Primal</td>
<td>2352</td>
<td>14023</td>
<td>22298</td>
<td>10626</td>
</tr>
<tr>
<td>Dual</td>
<td>13002</td>
<td>25868</td>
<td>15219</td>
<td>2352</td>
</tr>
<tr>
<td>Primal</td>
<td>4214</td>
<td>26155</td>
<td>42472</td>
<td>20530</td>
</tr>
<tr>
<td>Dual</td>
<td>23686</td>
<td>47212</td>
<td>27741</td>
<td>4214</td>
</tr>
<tr>
<td>Primal</td>
<td>5959</td>
<td>37771</td>
<td>62014</td>
<td>30201</td>
</tr>
<tr>
<td>Dual</td>
<td>33781</td>
<td>67390</td>
<td>39569</td>
<td>5959</td>
</tr>
<tr>
<td>Primal</td>
<td>7819</td>
<td>50273</td>
<td>83240</td>
<td>40785</td>
</tr>
<tr>
<td>Dual</td>
<td>44505</td>
<td>88826</td>
<td>52141</td>
<td>7819</td>
</tr>
<tr>
<td>Primal</td>
<td>10134</td>
<td>63721</td>
<td>104380</td>
<td>50792</td>
</tr>
<tr>
<td>Dual</td>
<td>56860</td>
<td>113488</td>
<td>66763</td>
<td>10134</td>
</tr>
<tr>
<td>Primal</td>
<td>12158</td>
<td>75532</td>
<td>122632</td>
<td>59257</td>
</tr>
<tr>
<td>Dual</td>
<td>68065</td>
<td>135850</td>
<td>79944</td>
<td>12158</td>
</tr>
</tbody>
</table>

In the following graph (Fig. 5.1), the total physical memory occupied by each primal and dual mesh structure is shown, in respect to the mesh size counted in number of cells, tetrahedra or polyhedra. Each point of the dual mesh graph corresponds to a point of the primal mesh’s graph, referring to the six benchmark examples that were previously described.

It is shown that physical memory requirements are of linear complexity $O(n)$, with respect to the mesh fineness, both for the primal and dual meshes. Apart from that, there are two main observations that one can make, regarding the demands of memory for the coupled meshes. On the one hand, a dual mesh is significantly more expensive in storage, approximately five times, as in a per cell basis. On the other hand, the number of dual cells is much lower than that of the primal cells, also approximately five times. Combining the two, it is to be noted that the total amount of memory allocated for a primal mesh and that of its dual counterpart is approximately the same, with the dual mesh requiring slightly more memory. This can be explained, due to the increased number of dual entities, as described before, as well as their more complex connectivity that is represented with adjacency tables stored in the mesh data structure.
What can be, finally, drawn as a conclusion, regarding storage space requirements in polyhedral mesh generation, is that for a given geometry one should account for a further memory needs, during the mesh generation itself, that is in general within acceptable bounds given the modern computing systems capabilities. In the benchmark examples above, approximately the same amount of physical memory, as that of the tetrahedral input mesh, is additionally allocated for the dual mesh. However, after the polyhedral mesh generation is complete, the memory occupied by the primal mesh may be released and the system’s resources are free to be used otherwise.

### 5.2.2 Performance

Figure (Fig. 5.2) shows how mesh generation time is related to the mesh size, for primal as well as dual meshes. The graphs refer to the same geometry of a unit cube, which was meshed primarily with tetrahedra, using increasing fineness, and their counterpart polyhedral dual meshes. Therefore, the marked points on
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Each graph are, in an ordered manner, coupled. As an example, a primal mesh of approximately 30k tetrahedra, generated in 27.5s, resulted in a dual mesh of approximately 6k polyhedra, generated in 4.5s.

Polyhedral meshes, as obtained by an indirect method, have shown a satisfactory profile in performance, during the stage of mesh generation. In both primal and dual meshes, it can noticed that the required time increases linearly with respect to the number of elements of the resulting mesh, yielding a linear complexity $O(n)$. Furthermore, the slopes of the two linear graphs are approximately the same, which can be interpreted as an identical ratio of required time per volume element for the two counterpart meshes.

An interesting observation, though, is that the size of a dual mesh is roughly $\frac{1}{5}$th the size of the corresponding primal input, as is the ratio of primal generators vertices to primal cells. This means that polyhedral mesh generation requires approximately $\frac{1}{5}$th of the time of the primal direct mesh generation as well. However, it should not be neglected the fact that dual mesh generation, as part of an analysis procedure, is performed additionally to the primal mesh generation, which constitutes a prerequisite.

5.3 CFD Simulation

The purpose of polyhedral mesh generation, within this study, is to investigate the impact that polyhedral meshes have on computational fluid dynamics, as compared to other, more commonly used, types of meshes. To this end, two analysis cases have been chosen, in order to obtain a first estimation of the accuracy of CFD using polyhedral meshes, as compared to the standard practice of using tetrahedral ones. The 3D domains are selected such that they can be meshed with hexahedra, as well, in order to obtain a comparison of polyhedral meshes with what is considered to be the optimum choice.
5.3.1 Laminar Flow Through Cube

In this case study, air flows through a unit volume (Fig. 5.3) with a laminar flow of velocity:

\[ U_x = 1.0 \text{m/s}, U_y = 0.0 \text{m/s}, U_z = 0.0 \text{m/s} \]

The volume is meshed with two directly comparable ways: with a hexahedral mesh and with a polyhedral mesh of approximately the same number of cells. Additionally, the tetrahedral primal mesh that was used in order to generate the polyhedral one, is considered as well (Fig. 5.4a – 5.4b). This allows for a comparison between primal and dual meshes, rather than uncoupled tetrahedral and polyhedral meshes or tetrahedral and hexahedral ones. During the analysis, the residuum of \( U_x \) is monitored with respect to the number of iteration steps.

What is made clear in graph (Fig. 5.5) is that using the tetrahedral primal mesh, the analysis is unable to converge to the level of the desired tolerance. On
the other hand, the hexahedral mesh shows a satisfactory analysis progression, approaching to convergence after approximately 60 iterations and stabilizing at approximately 80 iterations. Finally, the polyhedral dual mesh reaches a convergence status at approximately 80 iterations as well.

An interesting remark is that when using polyhedra, while progression towards convergence is noticeably slower than when using hexahedra, a much more stable analysis profile is achieved, with fewer numerical oscillations, mainly concentrated at the beginning of the analysis. This can be explained by the fact that, despite the structured hexahedral mesh lacking any geometrically poor quality elements, the connectivity of polyhedral elements with their neighboring cells is significantly higher, allowing for fluxes of any direction to be accounted for during the finite volume analysis. On the other hand, out of the 26 neighboring cells enclosing an internal hexahedron, 6 of them share a common face with it, allowing only fluxes along the three main directions to be considered.

Finally, considering the convergence progression of the tetrahedral mesh, as well, table (Tab. 5.2) shows the number of iterations that are required in order for the three types of meshes to conclude to the same level of convergence, dictated by the minimum residuum an analysis with tetrahedra can conclude to.
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Figure 5.4: Tetrahedral, polyhedral and hexahedral meshing of the 3D domain

Table 5.2: Iterations needed to achieve the same level of convergence

<table>
<thead>
<tr>
<th>Mesh Type</th>
<th>Number of Cells</th>
<th>Iterations</th>
</tr>
</thead>
<tbody>
<tr>
<td>Tetrahedral</td>
<td>6168</td>
<td>229</td>
</tr>
<tr>
<td>Polyhedral</td>
<td>1336</td>
<td>28</td>
</tr>
<tr>
<td>Hexahedral</td>
<td>1331</td>
<td>24</td>
</tr>
</tbody>
</table>
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5.3.2 Laminar Flow Around Cylindrical Object

Another simulation of more complex properties is performed, in the scope of evaluating the use of polyhedral meshes in CFD. The analysis examines the formation of a von Kármán vortex street within a laminar flow, due to the presence of a cylindrical object. The configuration of the analysis is set up according to the specifications of a series of simulations, performed by Sato and Kobayashi [26], that serves as a reference study.

A narrow channel, of dimensions $100 \cdot 10^{-3} m \times 50 \cdot 10^{-3} m$, is formed, with a cylindrical object of diameter $d = 8 \cdot 10^{-3} m$ located in the middle of the channel’s width, at $\frac{1}{4}th$ of its length (Fig. 5.6). The fluid is assumed to be water at room temperature, $T = 293K$, with density $\rho = 998.204 \frac{kg}{m^3}$ and coefficient of viscosity $\mu = 1.002 \cdot 10^{-3} Pa \cdot sec$. A Reynolds number $Re = 195$ is considered, which corresponds to an inflow velocity $U = 24.5 \cdot 10^{-3} \frac{m}{s}$, given by (Eq. 5.1),

$$U = \frac{\mu Re}{\rho L} \tag{5.1}$$
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where $L$ is the characteristic length, which in the case of a flow around a cylindrical object is considered equal to the object’s diameter. Additionally, a zero pressure is applied to the outflow boundary and, finally, a non slip condition is assumed on the surface of the cylinder, while a free-slip condition is considered on lateral boundaries.

In the reference study, a structured hexahedral mesh has been used, using elements of thickness $t = 1 \cdot 10^{-3} m$, in order to simulate different cases of flow properties [26]. Herein, the flow characteristics are kept constant, while 6 polyhedral meshes of increasing density are used for the analysis, ranging from approximately 15k (Fig. 5.7b) cells to 65k (Fig. 5.7c). To compare with, a hexahedral mesh of approximately 65k elements is also created, by extruding a 2D unstructured quadrilateral mesh over a thickness $t$ (Fig. 5.7a). Finally, a boundary layer has not been considered in any of the analysis cases.

The simulation is performed within the spectrum of $60 < Re < 200$, which allows the formation of a von Kármán vortex street, due to the presence of the cylindrical object, but avoids the interference with other turbulent phenomena, due to a high Reynolds number [26]. In (Fig. 5.8a), the resulting streamlines of the flow, according to the reference study, are shown. Additionally, a contour plot of the velocity vector is depicted in (Fig. 5.8b), as obtained by the analysis case using the hexahedral mesh of (Fig. 5.7a).

Using progressively finer polyhedral meshes, a set of simulations for the same CFD problem configuration are performed. The corresponding contour plots of the velocity vector are depicted in (Fig. 5.9a – 5.9f). It is shown that the coarser polyhedral meshes of 15k and 25k cells are not able to properly capture the von Kármán vortices formed at this scale. A better approximation comes with
the meshes of 35k and 45k polyhedra, while, for those of 55k and 65k cells, the simulation accuracy, as related to the mesh refinement, seems to have reached the maximum possible. Finally, an analysis case, using a tetrahedral mesh of comparable size, has not been made possible. As shown in (Sec. 5.3.1) and other
studies [21, 28], this would have required a mesh refinement of more than 5 times tetrahedral elements than the number of polyhedra.

![Figure 5.9: Contour plots of the velocity vector for increasing mesh refinement of polyhedral meshes](image)

It should be noted that the contour plots become growingly speckled, as the mesh refinement increases. This can be explained by the fact that an extrapolation of the result positions is made, during post-processing. The computed values, at the centers of the polyhedral cells, are transferred to the vertices of the primal mesh, in order to visualize the results. This causes inconsistencies in the contour plot, that may be overcome by importing the actual result locations in the visualization software, or by applying a bilinear, or other, interpolation of the obtained results, for the positions of the primal vertices.

During the CFD simulation, the component $U_x$ of the flow velocity is monitored
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(a) Convergence plots for polyhedral meshes of 15k – 35k elements

(b) Convergence plots for polyhedral meshes of 45k – 65k elements

Figure 5.10: Comparative convergence plots for polyhedral meshes of increasing refinement, as well as for the hexahedral reference mesh

and, for each polyhedral mesh, a convergence plot for the residual value of $U_x$ is drawn (Fig. 5.10a, 5.10b). In all cases, even for the coarser meshes, the analysis has shown satisfactory accuracy, with velocity in $x$ direction reaching
the expected value of $U_x = 2.45 \cdot 10^{-3} \text{m/s}$, according to the problem definition.

For all polyhedral mesh densities, as well as for the reference hexahedral mesh, oscillations are observed at the initial steps of the simulation. With the exception of the coarsest mesh, these gradually smoothen out, as the analysis progresses. However, this has probably not happened for the polyhedral meshes to the extend that had been expected. The total absence of a boundary layer may be an explanation for this behavior. Nevertheless, further investigation on this issue is required, in order to reach a well-established conclusion.

5.4 Conclusions

Polyhedral meshes have attracted the attention of CFD analysts during the past years, as an alternative to the use of tetrahedra, the numerical properties of which are not optimal. In the present work, the use of polyhedra in CFD analysis of complex structures has been studied. Focus has been placed on polyhedral mesh generation methods, with emphasis on the recent work of researchers towards a robust approach, able to produce high quality meshes [10].

To this end, a polyhedral mesh generation code has been developed, following an indirect method based on the principle of duality transforms. Thus, the generation of polyhedral meshes has been made possible. Following, a series of performance and convergence benchmark analysis cases has been performed, in order to evaluate the quality of the resulting meshes. In the present text, an overview of the basic principles on which the development of the mesh generation code has been based is attempted, as well as a discussion over the impact of polyhedral meshes in CFD simulation.

Serving as input, tetrahedral meshes of regular shapes as well as arbitrary geometry have been obtained with the use of NETGEN mesh generator [18], which has proven suitable for the purpose, providing high quality, well-centered primal meshes. The outcome of polyhedral mesh generation has been exported to geometry data files for DOLFYN CFD code [3], as provided within the environment of SOFiSTiK [1]. Additionally, for the purposes of visualization, the creation of VTK files [32] has been made possible, to be viewed with the aid of Paraview.
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Visualization software [35].

The overall complexity of the mesh generation algorithm has proved to be linear, requiring the same amount of computational effort per cell, as needed by the tetrahedral mesh generator that has been used. However, due to the fact that the total number of elements of a polyhedral mesh is about 5 times less than those of its primal, approximately $\frac{1}{15}$th of the corresponding time is needed. It should be emphasized, though, that the computational effort, which is required for polyhedral mesh generation, should be regarded as additional to that of generating a primal mesh.

In terms of storage, a linear complexity has been observed as well, even though the sophisticated topology of polyhedral meshes requires the use of data structures that occupy significantly larger amount of memory per cell, as compared to a tetrahedral mesh. The fact, however, that the number of elements of a polyhedral mesh is far lower than its primal, leads to the two meshes requiring approximately the same amount of storage. This means that, at its peak, the required space in memory becomes two times larger than storing only a tetrahedral mesh. In this area there is certainly room for future improvements, by carefully selecting the mesh representation schemes that are being used, as well as optimizing their implementation.

Regarding the influence of polyhedral meshes on CFD simulation, despite the increase in absolute time required during mesh generation, the performance speed-up during analysis has been observed to more than compensate for the increased pre-processing effort. Polyhedral meshes, that provide the same level of accuracy as tetrahedral ones, are of significantly less elements, which eventually leads to faster and more accurate simulations. Finally, the above observations, regarding performance and accuracy, seem to conform with the conclusions that have been drawn by other studies in the past [21, 23].

With the current implementation, a conforming polyhedral mesh is obtained, respecting the boundaries of the domain as described by the primal mesh. In future efforts, post-processing steps may be applied to the mesh, in order to optimize its topological and geometric properties. Garimella et al. [10] have adequately described a first optimization approach for the geometric properties of polyhedral cell. Focus is currently placed on multi-objective optimization, in
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In order to reduce the effect of non-planar dual faces. Furthermore, an attempt to address the problem of concave cells at sharp reentrant corners is expected in the near future. These are concepts that would be welcome in a future extension of the present work.

To conclude with, polyhedral elements appear to combine the advantages of hexahedra, in terms of performance and numerical properties, with those of tetrahedra, in terms of flexibility for meshing domains of arbitrary geometry. Additional testing and more detailed benchmark cases are needed, in order to further evaluate the properties of polyhedral meshes, and their influence on CFD analysis, including cases of turbulent flows. The first indications obtained by the present study show a promising future for polyhedra and, given the ongoing research, there may be a time, not far in the future, when polyhedral meshing will be regarded as standard practice within the scope of CFD analysis.
Appendix A

Geometric Computations

A.1 Vertices

Vertices, being the simplest entities in a mesh, participate in most cases simply by their coordinates, which are the only information with geometrical substance stored in the database. Apart from that, the unweighted centroid of a set of vertices is often computed, as a central point during decomposition of polygons and polyhedra, before the weighted centroid of dual faces and solids is known.

\[ C_V = \frac{\sum_{i=1}^{n} V_i}{n} \]  \hspace{1cm} (A.1)

A.2 Edges

Edges are represented as linear segments defined by two connected vertices, making related geometric computations simple. Their midpoints and length are often required, while they are treated, in many cases, as vectors, knowing their starting and ending vertex.
A.3 Faces

Dual faces are simple, non self-intersecting polygons, defined by an arbitrary number of connected edges. Their shape can be irregular, which demands that concave polygons, while not desirable, are not excluded from geometric algorithms. Furthermore, it cannot be guaranteed that a face, formed by connecting the centers of tetrahedra surrounding a primal edge, is always planar. To be able to handle such arbitrary polygons, their decomposition to simplices is required, commonly known as triangulation.

![Figure A.1: Face decomposition by triangulation](image)

The normal of polygons is computed by Newell’s formula, which is an efficient way to compute face’s normals in 3D space [30]. Even in case of non-planar faces, the algorithm is able to produce a vector, representing a uniform normal perpendicular to a “mean” plane, for the set of points that form the polygon. In general, this approach is sufficient, as faces are usually not highly non-planar, and further sophisticated, computationally expensive solutions, such as least square surface fitting, are not necessary.

\[
N_{F_x} = \sum_{i=1}^{n} (y_i - y_{i\oplus 1})(z_i + z_{i\oplus 1}) \quad (A.2a)
\]

\[
N_{F_y} = \sum_{i=1}^{n} (z_i - z_{i\oplus 1})(x_i + x_{i\oplus 1}) \quad (A.2b)
\]

\[
N_{F_z} = \sum_{i=1}^{n} (x_i - x_{i\oplus 1})(y_i + y_{i\oplus 1}) \quad (A.2c)
\]
Computing a polygon’s area, involves its decomposition into triangles and the summation of the signed area of each triangle, in order to account for concave shapes. The triangulation takes place using the face’s vertices’ centroid as a decomposition center, as the polygon’s weighted centroid is not yet known. Finally, as the face may not be planar, the computed area is projected to the plane dictated by the previously computed normal. Considering all the above, the area is computed as shown by (Eq. A.3):

$$A_F = \mathbf{N} \cdot \sum_{i=1}^{n} \frac{\overrightarrow{C_VV_i} \times \overrightarrow{C_VV_{i+1}}}{2}$$  \hspace{1cm} (A.3)

Following the same concept, a polygon’s centroid is computed by decomposing the face.

$$C_F = \frac{\sum_{i=1}^{n} A_i C_i}{A_F}$$  \hspace{1cm} (A.4)

where $A_i$ stands for the signed area and $C_i$ for the centroid of each triangle, formed by two sequential vertices of the faces and the centroid of all of its vertices.

### A.4 Solids

Extending the approach followed for geometric computations of polygons, polyhedra are treated by applying a decomposition as well. This type of decomposition is known as tetrahedralization, where a solid is considered as the sum of tetrahedra formed by a central point in its interior, used as an apex, and the triangles of its triangulated faces as tetrahedra bases. As a central point is selected again the centroid $C$ of all vertices that form the solid, while for decomposing the solid’s faces, it is now possible to consider each polygonal face’s centroid $C_F$.

The volume of the polyhedron is then computed by:
As is the case with the areas of faces, the signed volume of each tetrahedron is computed this way, in order to account for possible concave areas of the solid. Finally, a polyhedron’s centroid is computed by:

\[
C_S = \frac{\sum_{i=1}^{n} Vol_i C_i}{V_S}
\]  

(A.6)

where \(V_i\) stands for the signed volume and \(C_i\) for the centroid of each tetrahedron, formed by two sequential vertices of a polygonal face, its centroid the centroid of all of vertices forming the solid.
Appendix B

Source Code

In the attached CD, the source code of the implemented polyhedral mesh generator is included, so that it can be further studied, developed and used as a reference in future work. It should be noted that, as the mesh generator has been specifically developed for creating meshes usable within DOLFYN open source CFD analysis code [3], it cannot be considered a generic tool, suitable for every case where the use of a polyhedral mesh is desired. However, its extension to supporting more CFD simulation software should be possible, by enriching the available mesh export options. Additionally, as the present implementation has been made possible within the environment of the proprietary SOFiSTiK FEA software [1], it cannot be expected that the source code can be usable without any modifications, wherever proprietary dependencies may apply. Despite that, there has been made an effort to keep these dependencies to a minimum level, with the hope that it will prove a useful point of reference for future studies. That being said, the included code is provided as is, without warranty of any kind, and with the permission to study, modify and use for educational purposes.

Contents of the CD:

- Source code of the implemented polyhedral mesh generator
- \LaTeX source files of the present document
- The present document in PDF format
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